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Quick Summary: 

In Java, you can use if/else or while statements to run a certain set of instructions if that 

statement is true. However, we can use the symbol “!” to create the opposite statement. Using 

this symbol to create a NOT statement allows us to make a program do what we want it to do in 

an easier way.  

While statements will be covered in depth later in this book. 

When To Use This / Avoid This: 

You can use this technique to do something instead of using an else statement after an if 

statement to do what you want. If you know that you want the robot to do something specific if a 

condition is false, then you can use “!”. Also, else statements cannot be used after while 

statements, so using “!” allows you to do something as long as something is false.  

There is no situation where you would need to be sure to avoid NOT statements, but be sure that 

you know when to use them. Using a NOT statement when you could use a standard conditional 

statement can make it difficult to get the robot to do what you want it to do.  
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Example of Usage: 

Let's say you want to something particular when it reaches a wall. 

There are three main steps:  

First, determine what it is you want your robot to do. In our example, when the robot reaches the 

wall on the far left, you want it to turn left and face south.   

Second, you begin writing the code just like you would a normal if/else or while statement. 

However, since this is a NOT statement you will add a “!” after the open parenthesis and before 

your actual statement.   

Third, you write out the steps you want the robot to take if the condition is met like you would a 

normal if/else or while statement. In this example, we want the robot to turn left and face south 

once it reaches the wall. 

Line  Code 

1.        import becker.robots.*; 

2.         

3.         

4.        public class With_A_NOT_Operator extends Object 

5.        { 

6.           public static void main(String[] args) 

7.           { 

8.              City toronto = new City(); 

9.              Robot jo = new Robot(toronto, 1, 5, Direction.WEST, 0);                      

10.            new Wall(toronto, 1, 1, Direction.WEST); 

11.       

12.            jo.move(); 

13.            jo.move(); 

14.            jo.move(); 

15.            jo.move(); 

16.            if (!jo.frontIsClear()) 

17.            { 

18.               jo.turnLeft(); 

19.            } 

20.       

21.         } 

22.      } 



Example Trace: 

In a nutshell, this technique allows you to do something if or as long as something is not true. 

In order to go over these details more thoroughly, here is a (partial) trace of the above program, 

with some additional explanation afterwards. 
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6 public static void 

main(String[] args) 

- - - - - - 

8 City toronto = new City(); - - - - - - 

9 Robot jo = new Robot(toronto, 

1, 5, Direction.WEST, 0); 

1 5 West 0 - - 

10 new Wall(toronto, 1, 1, 

Direction.WEST); 

1 5 West 0 (1,1,W) - 

12 jo.move(); 1 4 West 0 (1,1,W) - 

13 jo.move(); 1 3 West 0 (1,1,W) - 

14 jo.move(); 1 2 West 0 (1,1,W) - 

15 jo.move(); 1 1 West 0 (1,1,W) - 

16 if (!jo.frontIsClear()) 1 1 West 0 (1,1,W) True 

18 jo.turnLeft(); 1 1 South 0 (1,1,W) - 

You'll notice that the trace starts at beginning of the main function, on line 6, like normal.  It 

proceeds like a normal program until line 16. Previously, once you had arrived at the wall you 

would have had to use a conditional statement that said, “if the front is clear, then do something, 

otherwise (else) turn left,” to get the desired effect. However as you can see in line 16 you can 

use “!” to create a NOT statement that says, “if the front is NOT clear, then do something,” and 

create the same effect. 

Syntax Explanation: 

Note on syntax of command: The syntax for a NOT statement is exactly the same as a standard 

if/else or while statement. The only difference between the two is the “!” after the open 

parenthesis and right before your condition. 

 



Let's start with the program as it's written here.   

Line # Program Source Code 

1.        import becker.robots.*; 

2.         

3.         

4.        public class Without_A_NOT_Operator extends Object 

5.        { 

6.           public static void main(String[] args) 

7.           { 

8.              City toronto = new City(); 

9.              Robot jo = new Robot(toronto, 1, 5,    

  Direction.WEST, 0);                      

10.            new Wall(toronto, 1, 1, Direction.WEST); 

11.       

12.            jo.move(); 

13.            jo.move(); 

14.            jo.move(); 

15.            jo.move(); 

16.            if (jo.frontIsClear()) 

17.            { 

18.               jo.move(); 

19.            } 

20.                     else 

21.            {   

22.         jo.turnLeft(); 
23.       } 
24.  
25.    } 
26. } 

  

Below, you can see the finished program with the differences highlighted in yellow, so it's easy 

to see what's been added/changed). 

Line # Program Source Code 

1.        import becker.robots.*; 

2.         

3.         

4.        public class With_A_NOT_Operator extends Object 

5.        { 

6.           public static void main(String[] args) 

7.           { 

8.              City toronto = new City(); 



9.              Robot jo = new Robot(toronto, 1, 5,   

  Direction.WEST, 0);                      

10.            new Wall(toronto, 1, 1, Direction.WEST); 

11.       

12.            jo.move(); 

13.            jo.move(); 

14.            jo.move(); 

15.            jo.move(); 

16.            if (!jo.frontIsClear()) 

17.            { 

18.               jo.turnLeft(); 

19.            } 

20.       

21.         } 

22.      } 

  

Since you have added the “!” before the condition, you no longer need the else statement to get 

the desired effect. Now, Java runs through the program and when it arrives at line 16 asks if the 

front of the robot is NOT clear. If that is true, the program will run the commands within the 

statement. If that is false, it will skip those commands and continue with the rest of the program.  

Help With The Logic: 

This is good to use whenever you know you want to do something when a condition is false. If 

you only use standard if statements, but know that you want to do something if that condition is 

false, then you can use a NOT statement instead of an else statement.  

You cannot use else statements with while statements. This makes the “!” operator your only 

option if you want to do something as long as something is false. 

Important Details: 

 A NOT statement is not a perfect replacement for every else statement. You may have a 

situation where you want to do one thing or, if you can’t do that, do something else. In 

that case, a NOT statement is not appropriate and you need to use an if/else statement. 

 

  

 You may follow a NOT statement with an else statement. As mentioned in Examples of 

Usage, a NOT statement works just like a standard if statement, the only difference being 

that you want your condition that follows the “!” operator to be false. 

 



Mistakes People Commonly Make (And How to Fix Them): 

 Quick Name Of Mistake: Missing “!” 

Detailed Example Of Error: You know that you want to do something if a condition is 

false, but forget to put in the “!” operator. If this happens you may encounter a logic 

error. 

Detailed Example Of Fix: (unless it's obvious): Check your conditional statements and 

find the one that needs the “!” operator. 

See the previous section about if/else statements and following sections about while statements 

for potential errors in syntax. 
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